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Abstract Parameter-Efficient Fine-Tuning (PEFT) has recently garnered significant
attention, due to the enormous size of Large Language Models (LLMs). Among
various PEFT methods, Low-Rank Adaptation (LoRA) demonstrates comparable
performance to full fine-tuning, despite having significantly fewer trainable parameters.
In this work, we first generalize LoRA from a low-rank linear adaptation/mapping
to low-dimensional, non-linear adaptation/mapping, which we have named Low-
Dimensional Adaptation (LoDA). We also propose LoDA+, which further improves
the expressiveness of the non-linear adaptation, while still using nearly the same
number of tunable parameters as LoRA. Both LoDA and LoDA+ include LoRA as a
special case. To improve computational efficiency at inference, we further propose
R-LoDA(+) and S-LoDA(+), by replacing the pre-trained weight matrix with its
low-rank or sparse approximation, which is frozen during fine-tuning. Empirical
evaluations on Natural Language Generation tasks demonstrate that variants of LoDA
outperform LoRA and other baselines.

1 Introduction

Large language models (LLMs), such as ChatGPT [1], Gemini [2], Claude 3 [3],
and LLaMA2 [4], have shown great promise in generating human-like text and
have sparked excitement about their potential applications across various industries.
The sizes of large language models (LLMs) have grown at an unprecedented rate,
with current models boasting parameter counts in the hundreds of billions or even
trillions, necessitating massive amounts of computational resources for training
and inference. Recent studies show that the performance of a Pre-trained Language
Model (PLM) can be significantly improved by further fine-tuning on domain-specific
data [5]. Therefore, fine-tuning PLMs for domain-specific tasks has become the de
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facto procedure. However, full fine-tuning of such LLMs is still very expensive. For
instance, fine-tuning a 65 billion-parameter model requires more than 780 GB of
memory [6]. Parameter-Efficient Fine-Tuning (PEFT) fine-tunes only a small set of
parameters, which may be a subset of the existing model parameters or a set of newly
added parameters, thereby greatly reducing the computational and memory costs.
Another advantage of PEFT is that, in addition to the pre-trained model, only a small
number of (extra) model parameters need to be stored for each fine-tuned task. While
for multiple downstream tasks, PEFT greatly saves the storage, while full fine-tuning
needs to generate a new large model for each downstream task.1. Besides parameter
savings, PEFT makes it possible to quickly adapt to new tasks without catastrophic
forgetting [7], which has often been observed during the full fine-tuning of LLMs.
PEFT approaches have also been shown to be better than full fine-tuning in low-data
regimes [8, 5]

Therefore, many PEFT methods have been proposed. For example, prefix tuning [8]
and prompt tuning [9] prepend some tunable prefix tokens to the input or hidden
layers, and only train these soft prompts during fine-tuning. Several adapter tuning
methods [10, 11, 7, 12] insert (and tune) small neural modules called adapters to some
layers of the PLM. More recently, [5] propose to use low-rank decomposition matrices
to approximate the parameter update of the weight matrix of a dense layer. In particular,
they propose to update the Query and Value projection matrices in the Transformer
architecture, which shows promising performance and has become a popular PEFT
tool for LLMs in modern libraries, e.g., Hugging Face PEFT library [13]. For a
comprehensive review and comparison, we refer the interested readers to recent
surveys [14, 15, 16, 17].

LoRA is motivated by the hypothesis that the change in the model (to adapt to a
related downstream task) is intrinsically low-dimensional [18]. LoRA constrains the
change in weights during model adaptation to be low-rank, leading to the Low-Rank
Adaptation (LoRA) approach [5]. For a dense layer of the PLM, its original weight
parameters, e.g., 𝑊 ∈ R𝑑×𝑑 (blue part of Figure 1a) is frozen. During fine-tuning,
LoRA uses low-rank decomposition matrices 𝐴 ∈ R𝑑×𝑟 and 𝐵 ∈ R𝑟×𝑑 to constrain
the weight update Δ𝑊 = 𝐴𝐵 (orange part of Figure 1a). As the rank 𝑟 is typically set
to be very small, the number of parameters in 𝐴 and 𝐵 are significantly less than the
original 𝑊 .

We view the neural network as a function, and the change in the neural network
during the task adaptation can be more generally viewed as the change in the functional
mapping. Let the input to the dense layer be denoted by 𝑥, and the output of the
pre-trained dense layer denoted by ℎ0 = 𝑥𝑊 . After LoRA fine-tuning of that dense
layer, the new output ℎ′LoRA = ℎ0+ΔℎLoRA, whereΔℎLoRA = 𝑥𝐴𝐵. Thus, the mapping
from input 𝑥 to the update ΔℎLoRA = 𝑥𝐴𝐵 by LoRA is a low-rank (i.e., 𝑟-dimensional)
linear mapping.

1 For example, in [5], a GPT-3 175B model, of size 350GB, is fine-tuned with a rank-4 LoRA
adapter that requires only 35MB for each downstream task. Storing 100 adapted models requires
only 350GB + 35MB × 100 ≈ 354GB as opposed to 350GB × 100 ≈ 35TB for full fine-tuning over
100 tasks.
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(a) LoRA (b) LoDA

(c) S-LoDA (d) R-LoDA

(e) LoDA+

Fig. 1: Overview of (a) LoRA; (b) LoDA; (c) S-LoDA; (d) R-LoDA; (e) LoDA+.
The blue part is frozen during fine-tuning, and only the orange part is trained. In
LoDA+, there is essentially only one matrix 𝐵, but the non-linear part has additional
non-linear operations after 𝐵 (e.g., LeakyReLU).
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Although the update of the mapping 𝑥 → Δℎ likely has an intrinsic low dimension
for task adaptation, the linear low-rank constraint imposed by LoRA might be too
restrictive, and therefore we aim to relax it to a more general low-dimensional,
non-linear constraint. [19] also argue that the linear adaptation may limit the learning
capacity of LoRA. Consequently, we propose to extend LoRA to a more general
Low-Dimensional Adaptation (LoDA), which will be detailed in the next section.

Notation We follow conventional terminologies for the Transformer architecture,
where 𝑑model denotes the input/output dimension of a Transformer block. We use
𝑊q, 𝑊k, and 𝑊v to respectively refer to the query, key, and value projection matrices
of a self-attention module.

2 Proposed Methods

One key question is how to design and realize a more general low-dimensional, non-
linear constraint than the linear low-rank constraint of LoRA, while keeping LoRA as
a special case. We propose a deep neural network architecture for LoDA as illustrated
in Figure 1b. The low-dimensional non-linear constraint is realized by a multi-layer
neural network within the bottleneck structure (to maintain parameter efficiency) and
a residual connection between matrices 𝐴 and 𝐵. It can be considered as a non-linear
version of LoRA with the non-linear mapping 𝑥 → ΔℎLoDA � 𝑓LoDA (𝑥).

Mathematically, with our proposed residual connection architecture of LoDA in
Figure 1b, we have

ΔℎLoDA = 𝑓LoDA (𝑥) = 𝑥𝐴𝐵 + 𝑓1 (𝑥𝐴)𝐵, (1)

where 𝑓1 (·) is a non-linear function between matrix 𝐴 and matrix 𝐵, which consists
of a series of linear layers and non-linear operations (e.g., LeakyReLU activation,
layer-normalization). Note that Figure 1b is merely an example of a LoDA structure.
For instance, the non-linear part between matrix 𝐴 and matrix 𝐵 could have more
layers than illustrated, and may use non-square matrices. LoRA is a special case of
LoDA if 𝑓1 (𝑥𝐴)𝐵 is zero (e.g., a hidden layer’s weights in LoDA are zero) or if 𝑓1 (·)
is linear, for example.

2.1 Extension to LoDA+

Although LoDA generalizes LoRA from a low-rank linear mapping/adaptation to
a low-dimensional, non-linear mapping/adaptation, and keeps LoRA as a special
case, the image of such a non-linear mapping still lies in a low-dimensional linear
subspace (i.e., the range of matrix 𝐵). Is it possible to further generalize that to a
low-dimensional (non-linear) manifold, while keeping LoRA as a special case, and
using almost the same number of tunable parameters as LoRA?
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We further propose the following mapping for LoDA+, illustrated in Figure 1e,
that affirms the possibility:

ΔℎLoDA+ = 𝑓LoDA+ (𝑥) = 𝑥𝐴𝐵 + 𝑓2 ( 𝑓1 (𝑥𝐴)𝐵) (2)

Note that the key difference between LoDA and LoDA+ is the additional non-
linear function 𝑓2 (·), e.g., non-linear activation and/or layer-normalization. With
this additional non-linear function, the image of the mapping 𝑓LoDA+ becomes the
combination of a linear subspace (the first term in Eq. 2) and a non-linear manifold
(the second term in Eq. 2). For convenience, we will use LoDA(+) to represent both
‘LoDA and LoDA+’.
Viewing LoDA(+) as Deep Parallel Adapters: [20] viewed LoRA as a parallel
adapter. Similarly, the proposed LoDA can be viewed as a deep parallel adapter.
Recent work [20, 21] propose to use the traditional shallow adapter in a parallel
fashion instead of the usual sequential fashion. The shallow adapter there only has a
down-projection layer, followed by a non-linear activation function (typically ReLU),
then an up-projection layer, and the adapter attaches to the input and output of the
Attention module or the Feed-Forward Network module of a Transformer block in an
LLM. We refer the interested readers to [22, Figure 1] and [20, Table 1] for more
details. In contrast, the proposed LoDA, which aims at learning a low-dimensional,
non-linear mapping, has a deep structure to capture the underlying nonlinearity.
Further, in LLMs, LoDA and LoRA are attached to𝑊q and𝑊v, but not attached to the
whole Attention module nor to the Feed-Forward Network module of the Transformer
block. Also, it is interesting to note that LoDA has a Residual Connection inside, that
is between the output of matrix 𝐴 and the input of matrix 𝐵 (see Figure 1b), which is
different from the existing adapters. More interestingly, LoDA+ can be viewed as a
deep+shallow dual parallel adapter, where the shallow and deep parts correspond to
the first and second terms in Eq. 2 respectively.

2.2 S-LoDA(+) and R-LoDA(+)

As the dimension of the non-linear layers in LoDA(+) is restricted to a very small
value 𝑟, the additional computational cost during the inference is very small (see
Section 3.2 for more details). Further, as LoDA(+) runs in parallel with the pre-trained
weight matrix 𝑊 , it will not introduce apparent delay in the overall inference with
parallelization, unlike the sequential adapters in the literature. With LoDA(+), the
main computational bottleneck is still 𝑊 of the PLM. Is it possible to further improve
the computational efficiency of a LoDA(+) fine-tuned model, and even significantly
better than the pre-trained model?

We observe that the combined projection matrix 𝑊proj = [𝑊q,𝑊k,𝑊v], inside
the Attention module of GPT2-medium (with size 1024 × 3072), can be well-
approximated by a relatively low-rank matrix or a relatively sparse matrix. More
specifically, Figure 2a shows the percentage of total energy (i.e.,

∑𝑅
𝑖=1 𝜎

2
𝑖
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with respect to the number of top singular values 𝑅 of 𝑊proj in the first Transformer
block of GPT2-medium. We see that using only the top 300 singular value components
of 𝑊proj preserves over 93% of its total energy. Figure 2b shows the percentage of
total energy w.r.t. the percentage of nonzero entries of 𝑊proj (by zeroing out smaller
magnitude weights). We see that keeping 40% of the larger magnitude entries of
𝑊proj can preserve over 96% of its total energy.

(a) (b)

Fig. 2: (a) Percentage of total energy w.r.t. the number of top singular values of 𝑊proj.
(b) Percentage of total energy w.r.t. the percentage of nonzero entries of 𝑊proj (by
zeroing out smaller magnitude weights).

The aforementioned questions and observations motivate us to further propose
R-LoDA(+) and S-LoDA(+), which are LoDA(+) combined with the low-Rank or
Sparsified approximations of 𝑊 , which are frozen during fine-tuning, while the
adapter is trained/fine-tuned for this approximate 𝑊 . See Figure 1c and Figure 1d
for illustrations2. Our empirical investigation shows that even when the pre-trained
projection matrix 𝑊proj is low-rank approximated or sparsified, combining with
LoDA(+) can still achieve competitive performance. More importantly, the total
inference cost of the R-LoDA(+) or S-LoDA(+) fine-tuned model can be significantly
lower than the pre-trained model. The analysis of the computational costs can be
found in Section 3.2, and Table 2 in Section 4 also demonstrates the significant
computational savings for the GPT2-medium model.

2 If applying R-LoDA (or S-LoDA) on 𝑊q and 𝑊v, one could approximate 𝑊q and 𝑊v separately,
but we directly approximate the whole 𝑊proj = [𝑊q, 𝑊k, 𝑊v ] to make the model inference more
efficient.
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3 Discussion

3.1 Number of Fine-Tuning Parameters

The number of trainable parameters of LoRA and the proposed methods are determined
by the bottleneck dimension 𝑟 and the shape of the original weights. More specifically,
in Figure 1, the matrices 𝐴 and 𝐵 across all methods have dimensions 𝑑 times
𝑟. The proposed methods have two additional 𝑟 by 𝑟 bottleneck matrices. Their
non-linear activation function is LeakyReLU with a fixed slope of 0.8, and their
layer-normalization is not trainable. So, the total number of trainable parameters
for LoRA is 2𝑟𝑑𝐿, and for all proposed methods is 2(𝑟𝑑 + 𝑟2)𝐿, where 𝐿 is the
number of weight matrices that we apply LoRA/LoDA(+)/S-LoDA(+)/R-LoDA(+)
to. Note that they are almost the same when 𝑟 ≪ 𝑑. For example, in GPT2-medium,
𝑑 = 𝑑model = 1024 and 𝑟 = 4 are used for all methods by default, 𝑟2 is negligible
compared to 𝑟𝑑. As in LoRA, we only apply the proposed methods to 𝑊q and 𝑊v (of
shape 𝑑model × 𝑑model) in the self-attention module.

3.2 Computational Efficiency During Inference

In Figure 1, let the input embeddings be 𝑋 ∈ R𝑛×𝑑 , where 𝑛 is sequence length. For
the LoDA(+) part, recall that 𝐴 ∈ R𝑑×𝑟 , 𝐵 ∈ R𝑟×𝑑 , and the two bottleneck matrices
in Figure 1b-Figure 1e are 𝑟 by 𝑟 square matrices, and there are some non-linear
activations and/or layer-normalization layers. The computational complexity of a
LoDA(+) adapter during the inference is 𝑂 (𝑟𝑑𝑛 + 𝑑𝑛 + 𝑟2𝑛 + 𝑟𝑛), where the dominant
part is 𝑂 (𝑟𝑑𝑛), which is much lower than computing 𝑋𝑊q (or 𝑋𝑊v), which costs
𝑂 (𝑑2𝑛), since 𝑟 ≪ 𝑑 (recall that in GPT2-medium, 𝑑 = 𝑑model = 1024 and 𝑟 = 4 are
used for all methods by default).

For R-LoDA and S-LoDA, as mentioned earlier, if applying them on𝑊q and𝑊v, one
could low-rank approximate (or sparsify) 𝑊q and 𝑊v separately. To make the model
inference more efficient, we directly approximate the whole 𝑊proj = [𝑊q,𝑊k,𝑊v]
instead. More specifically, for 𝑊proj ∈ R𝑑×3𝑑 , we approximate it using the product of
matrix 𝑊𝐴 ∈ R𝑑×𝑅 and matrix 𝑊𝐵 ∈ R𝑅×3𝑑 , i.e., 𝑊𝐴𝑊𝐵. The computational cost for
𝑋𝑊proj is 3𝑑2𝑛 MACs (Multiply-Accumulate Operations), while the computational
cost for the low-rank version (𝑋𝑊𝐴)𝑊𝐵 is 𝑛𝑑𝑅 + 𝑛𝑅3𝑑 = 4𝑅𝑑𝑛 MACs, which is
lower than the former as long as 𝑅 < 3𝑑/4 (e.g., in GPT2-medium, 𝑑 = 1024, so
we only need 𝑅 < 768). One can calculate that the R-LoDA(+) fine-tuned model is
computationally more efficient than the pre-trained model during inference, even
setting 𝑅 as high as 700 in our experimental settings.

Similarly, for S-LoDA(+), the computational cost for the sparsified version 𝑋𝑊Sparse
is 𝑠 × 3𝑑2𝑛 MACs, where 𝑠 is the fraction of nonzero entries in 𝑊proj. While the
added computational cost of the LoDA+ adapters on𝑊q and𝑊v is 2(2𝑟𝑑 + 2𝑟2 + 4𝑟)𝑛
MACs, which is relatively negligible since 𝑟 ≪ 𝑑, and the total computational saving
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Method Approx # Trainable E2E NLG Challenge
𝑊proj Parameters BLEU NIST MET ROUGE-L CIDEr

FT* No 354.92M 68.2 8.62 46.2 71.0 2.47
AdapterL* No 0.37M 66.3 8.41 45.0 69.8 2.40
AdapterL* No 11.09M 68.9 8.71 46.1 71.3 2.47
AdapterH* No 11.09M 67.3±.6 8.50±.07 46.0±.2 70.7±.2 2.44±.01
PreLayer* No 0.35M 69.7 8.81 46.1 71.4 2.49
FTTop2* No 25.19M 68.1 8.59 46.0 70.8 2.41
FT𝑊q ,𝑊v No 48.00M 69.4±.1 8.74±.02 46.0±.0 71.0±.1 2.48±.01
One-shot No - 14.6 2.86 27.5 40.3 0.82
LoRA No 0.38M 69.0±.7 8.69±.07 46.5±.2 71.3±.4 2.51±.00
LoDA No 0.38M 70.2±.3 8.83±.03 46.6±.1 71.6±.1 2.53±.01
S-LoDA Keep 40% 0.38M 70.2±.3 8.83±.03 46.6±.1 71.6±.1 2.53±.01
R-LoDA Rank300 0.38M 69.7±.2 8.79±.03 46.7±.0 71.5±.3 2.52±.00
LoDA+ No 0.38M 69.9±.3 8.81±.04 46.5±.0 71.4±.0 2.52±.00
S-LoDA+ Keep 40% 0.38M 69.6±.5 8.77±.06 46.7±.1 71.6±.2 2.50±.01
R-LoDA+ Rank300 0.38M 70.1±.4 8.81±.05 46.4±.1 71.6±.3 2.52±.01

Table 1: GPT2-medium with different adaptation methods on E2E NLG Challenge.
For all metrics, higher is better. * indicates numbers published in prior works, as
compiled by [5].

is then approximately (1− 𝑠) × 3𝑑2𝑛 MACs. Reducing the computational complexity
with R-LoDA(+) and S-LoDA(+) can directly decrease total power consumption in
inference.

4 Empirical Studies

We focus on Natural Language Generation (NLG) tasks, and we follow the setup
of [5, 8] on GPT2-medium [23] for a direct comparison. We compare the downstream
task performance of our proposed methods with LoRA, adapter tuning methods
by [10] (AdapterH) and [24] (AdapterL), prefix-layer tuning (PreLayer), full fine-
tuning (FT), and fine-tuning the top-2 layers (FTTop2), similar to [5]. We also compare
direct fine-tuning of the projection matrices 𝑊q and 𝑊v (denoted as FT𝑊q ,𝑊v). As
a reference, we also tested the one-shot in-context learning performance of the
pre-trained GPT2-medium model, by providing the task description and one example
in the prompt.

For LoDA(+), we simply set the hyper-parameters (e.g., bottleneck dimension
𝑟 = 4, learning rate, etc.) to the same as that used by LoRA (indicated in Table 11
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of [5]3) without tuning, which may favor LoRA. For R-LoDA(+) and S-LoDA(+),
since the pre-trained 𝑊proj is approximated, training a few more epochs may be
needed to recover some details that are potentially lost during approximation. Thus,
we train R-LoDA(+) and S-LoDA(+) up to 10 epochs and choose the best result from
epoch 5 and epoch 10. The experiments were run on an NVIDIA A40 GPU with 48
GB memory, and the implementations will be available on GitHub.

We first evaluated on the E2E NLG Challenge [25] dataset, which is a dataset for
training end-to-end NLG systems and is commonly used for data-to-text evaluation.
The dataset consists of approximately 42K training, 4.6K validation, and 4.6K testing
examples from the restaurant domain. It is released under the Creative Commons
BY-NC-SA 4.0 license. Table 1 compares performance of different methods on this
dataset. One-shot in-context learning4 performs much worse than other methods which
fine-tune the model. LoDA, LoDA+, and S-LoDA outperform the baselines (including
Fine-Tuning methods) on all 5 evaluation metrics. Other variants R-LoDA(+) and
S-LoDA+ perform better than or at least on-par with LoRA and other baselines.

We also perform experiments on the DART dataset [26] following the setup
of [5, 8]. This open-domain data-to-text dataset has a total of 82K examples. DART
presents a significantly larger and more complex data-to-text task compared to the
E2E NLG Challenge dataset [25]. This dataset is released under the MIT license.
We evaluate with the BLEU [27], METEOR [28], and TER [29] metrics, similar to
[5], but with slightly higher precision. The evaluation code is based on the source
code of LoRA [5], which is available on GitHub.5 The results are shown in Table 2,
which also include the number of MACs per token for computing Query/Key/Value
during inference in the fine-tuned model. Note that LoRA fine-tuned model has the
same computational cost as the pre-trained model if the adapter is merged into the
pre-trained weight, otherwise its computational cost is almost the same as LoDA.
Also note that the number of trainable parameters in FT𝑊q ,𝑊v accounts for nearly 1/7
of the total model parameters, and is 126 times more than that of LoRA and proposed
methods. LoDA and especially LoDA+ again outperform LoRA and FT𝑊q ,𝑊v , and
their computational cost during inference is only slightly higher than the pre-trained
model.

We notice that higher rank and less sparseness to approximate 𝑊proj, respectively,
in R-LoDA(+) and S-LoDA(+), are needed for DART, as it is a more complex task than
the E2E NLG Challenge. Nevertheless, even with pruning 40% of the entries in 𝑊proj,
S-LoDA(+) can outperform LoRA and FT𝑊q ,𝑊v . For R-LoDA(+), approximating
𝑊proj with the 300 top singular value components seems insufficient on DART,

3 We do not know the random seeds used in [5]. So we run LoDA(+) and LoRA with the same
random seeds for fair comparisons. On DART, we cannot reproduce the results of LoRA using the
default of 5 epochs, and we run 10 epochs instead to obtain results similar to that reported in [5].
4 The task description and one example that we provided in the prompt are as follows: "Generate a
restaurant description from the table. Here is an example: name : The Eagle | Type : coffee shop |
food : Japanese | price : less than £20 | customer rating : low | area : riverside | family friendly : yes |
near : Burger King. The generated description is like: The Eagle is a low rated coffee shop near
Burger King and the riverside that is family friendly and is less than £20 for Japanese food. Now
generate description for this table: ".
5 https://github.com/microsoft/LoRA

https://github.com/microsoft/LoRA
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while it is sufficient on E2E NLG Challenge in Table 1 (as R-LoDA and R-LoDA+
outperform baselines on E2E NLG Challenge with Rank = 300). This is likely because
the E2E NLG Challenge is a relatively easier downstream task, so a rough low-rank
approximation of the pre-trained weights combined with LoDA(+) fine-tuning is
sufficient. R-LoDA+ with Rank = 500 shows reasonable performance. We observe a
trade-off between efficiency and accuracy in R-LoDA(+) and S-LoDA(+). This may
shed light on how to choose the Rank and Sparsity in R-LoDA(+) and S-LoDA(+),
which depends on the downstream task as well as its relation to the pre-trained tasks.
Such (downstream) task-dependent auto-configuration of Rank and Sparsity is a topic
for our future work.

Most notably, the number of MACs per token for computing Query/Key/Value
during inference, in both the S-LoDA(+) and R-LoDA(+) fine-tuned models, is
significantly lower than the pre-trained model. For example, S-LoDA+ that prunes
40% of the entries in 𝑊proj can significantly reduce the number of MACs, while
having slightly better performance than LoRA and FT𝑊q ,𝑊v .

4.1 Why LoDA(+) can Outperform FT𝑾q ,𝑾v?

From Table 1 and Table 2, one can see that LoDA and LoDA+ consistently outperform
FT𝑊q ,𝑊v on all evaluation metrics. Recall that LoDA(+) are applied to projection
matrices 𝑊q and 𝑊v, while FT𝑊q ,𝑊v directly fine tunes the whole matrices 𝑊q and
𝑊v. Naturally, one may question why LoDA(+) does better.

It is important to note that directly fine tuning the weight matrix 𝑊 of a dense
layer still retains a linear mapping. Let the input to that dense layer be denoted
by 𝑥, and the output of the pre-trained dense layer be denoted by ℎ0 = 𝑥𝑊 . After
directly fine-tuning that dense layer, we have 𝑊 ′ = 𝑊 + Δ𝑊 , and the new output
ℎ′

FT𝑊 = 𝑥𝑊 ′ = 𝑥𝑊 + 𝑥Δ𝑊 = ℎ0 + ΔℎFT𝑊 , where ΔℎFT𝑊 = 𝑥Δ𝑊 . So the mapping
from input 𝑥 to the update ΔℎFT𝑊 is still a linear mapping, though this mapping is
generally not low-rank.6

In contrast, the mappings of LoDA and LoDA+ in Eq. 1 and Eq. 2 are non-linear,
and cannot be expressed in the form of Δℎ = 𝑥Δ𝑊 . This is in line with the observation
in Eq. 5 of [19], when the authors discuss the limited learning capacity of LoRA. From
that perspective, our proposed LoDA(+) can be viewed as expanding the learning
capacity of LoRA, which further explains why LoDA(+) performs better.

4.2 Effect of the Bottleneck Dimension

We further study the effect of the bottleneck dimension 𝑟 of LoDA(+) adapters in
GPT2-medium using the E2E NLG Challenge dataset, and also include LoRA (under

6 The definition of the rank of a linear mapping can be found at https://en.wikipedia.org/
wiki/Linear_map

https://en.wikipedia.org/wiki/Linear_map
https://en.wikipedia.org/wiki/Linear_map
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Method Approx MACs/token of # Trainable DART
𝑊proj compute Q/K/V Parameters BLEU↑ MET↑ TER↓

FT𝑊q ,𝑊v No 75.5M 48.00M 47.1±.1 36.0±.0 0.480±.000
LoRA No 75.5/75.9M 0.38M 47.2±.1 36.0±.0 0.480±.000
LoDA No 75.9M 0.38M 47.3±.1 36.0±.0 0.480±.000
S-LoDA Keep 60% 45.7M 0.38M 47.3±.2 36.0±.0 0.477±.006
S-LoDA Keep 50% 38.1M 0.38M 47.1±.2 36.0±.0 0.480±.000
R-LoDA Rank500 49.5M 0.38M 46.8±.7 35.9±.1 0.483±.006
R-LoDA Rank400 39.7M 0.38M 46.6±.2 35.9±.1 0.483±.006
R-LoDA Rank300 29.9M 0.38M 46.5±.2 35.5±.4 0.487±.006
LoDA+ No 76.1M 0.38M 47.3±.2 36.0±.0 0.477±.006
S-LoDA+ Keep 60% 45.9M 0.38M 47.3±.1 36.0±.0 0.473±.006
S-LoDA+ Keep 50% 38.3M 0.38M 47.1±.2 36.0±.0 0.480±.000
R-LoDA+ Rank500 49.7M 0.38M 47.1±.5 35.9±.1 0.480±.000
R-LoDA+ Rank400 39.9M 0.38M 46.7±.2 35.9±.1 0.483±.006
R-LoDA+ Rank300 30.1M 0.38M 46.3±.6 35.6±.5 0.483±.006

Table 2: GPT2-medium with different adaptation methods on DART. For TER metric,
lower is better. The number of MACs per token of computing Query/Key/Value
during inference in LoRA fine-tuned model is 75.5 million if the LoRA adapter is
merged into the pre-trained weight 𝑊 , otherwise it is 75.9 million.

the same random seeds) as a baseline. The hyper-parameters (e.g., learning rate) of
LoDA(+) are set to be the same as that used by LoRA (indicated in Table 11 of [5])
without tuning, which may favor LoRA, but the main purpose here is to study the
effect of the bottleneck dimension in LoDA(+). Table 3 shows the performances
of each adapter under different bottleneck dimension 𝑟. LoDA+ and LoRA achieve
their best performance roughly around 𝑟 = 128, while further increasing 𝑟 does not
show apparent improvement. Interestingly, LoDA achieves favorable performance at
bottleneck dimensions of both 𝑟 = 4 and 𝑟 = 256.

5 Conclusion and Future Work

We have generalized LoRA to the framework of LoDA(+), where LoRA is a special
case, and have demonstrated their very promising performance. We also extended
LoDA(+) to R-LoDA(+) and S-LoDA(+), by applying low-rank and sparse approxima-
tion, which achieves similar performance, while drastically improving computational
efficiency. One future direction is to approximate 𝑊 with other structured matrices,
e.g., block-sparse matrix, Monarch matrix [30], or with quantization of the pre-trained
model, such as in QLoRA [6].
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Method Bottleneck E2E NLG Challenge
Dimension 𝑟 BLEU NIST MET ROUGE-L CIDEr

LoRA 2 69.4±.5 8.74±.07 46.5±.1 71.4±.3 2.49±.03
LoRA 4 69.0±.7 8.69±.07 46.5±.2 71.3±.4 2.51±.00
LoRA 8 69.4±.6 8.74±.06 46.6±.1 71.7±.3 2.52±.01
LoRA 16 68.6±.5 8.65±.06 46.4±.2 71.4±.3 2.50±.01
LoRA 32 69.4±.8 8.74±.10 46.6±.2 71.6±.1 2.51±.01
LoRA 64 69.7±.1 8.77±.02 46.5±.1 71.8±.1 2.51±.01
LoRA 128 69.8±.4 8.77±.03 46.6±.1 71.8±.2 2.51±.01
LoRA 256 69.0±.4 8.68±.04 46.6±.2 71.7±.2 2.50±.01
LoRA 512 69.4±.5 8.72±.05 46.6±.1 71.6±.1 2.51±.01
LoRA 1024 69.4±.4 8.72±.04 46.6±.1 71.6±.1 2.51±.01

LoDA 2 67.7±1.0 8.62±.14 44.9±.5 69.5±.7 2.32±.04
LoDA 4 70.2±.3 8.83±.03 46.6±.1 71.6±.1 2.53±.01
LoDA 8 69.4±.2 8.74±.04 46.5±.2 71.1±.2 2.52±.01
LoDA 16 69.6±.4 8.77±.05 46.6±.1 71.4±.2 2.51±.01
LoDA 32 68.3±1.0 8.63±.12 46.3 ±.2 71.0±.3 2.49±.03
LoDA 64 68.2±.7 8.62 ±.09 46.2±.2 70.8±.4 2.49±.02
LoDA 128 69.9±.0 8.81 ±.02 46.6±.1 71.6±.2 2.53±.01
LoDA 256 70.2±.8 8.82±.09 46.8±.1 71.8±.3 2.53±.02
LoDA 512 68.9±.8 8.69±.08 46.4±.4 71.5±.5 2.50±.02
LoDA 1024 68.9±.3 8.70±.04 46.5±.2 71.5±.2 2.51±.01

LoDA+ 2 66.9±.9 8.52±.16 44.7 ±.1 69.3±.1 2.35±.06
LoDA+ 4 69.9±.3 8.81±.04 46.5±.0 71.4±.0 2.52±.00
LoDA+ 8 70.0±.6 8.82±.06 46.6 ±.1 71.4±.3 2.54±.02
LoDA+ 16 69.6±.3 8.77±.05 46.6±.1 71.4±.3 2.52±.01
LoDA+ 32 69.9±.3 8.79±.04 46.7±.1 71.7±.0 2.53±.01
LoDA+ 64 69.9±.6 8.81±.06 46.7 ±.1 71.6±.5 2.52±.02
LoDA+ 128 70.2±.6 8.83±.06 46.8±.1 71.9±.2 2.53±.01
LoDA+ 256 69.9±.4 8.79±.03 46.6±.1 71.7±.4 2.52±.01
LoDA+ 512 70.1±.5 8.81±.06 46.8±.1 72.0±.2 2.53±.02
LoDA+ 1024 69.6±.8 8.77±.11 46.7 ±.1 71.7±.2 2.52±.03

Table 3: GPT2-medium with different adaptation methods and corresponding bottle-
neck dimensions 𝑟 , on E2E NLG Challenge. For all metrics, higher is better. For each
adapter, bold fonts indicate its best metric score among tested bottleneck dimensions.
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